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Abstract

Building and maintaining state to learn policies and value functions is critical for deploying
reinforcement learning (RL) agents in the real world. Recurrent neural networks (RNNs)
have become a key point of interest for the state-building problem, and several large-scale
reinforcement learning agents incorporate recurrent networks. While RNNs have become
a mainstay in many RL applications, many choices are often under-reported and contain
critical implementation details to improve performance. In this work, we discuss one axis
on which RNN architectures can be (and have been) modified for use in RL. Specifically,
we look at how action information can be incorporated into the state update function of
a recurrent cell. We discuss several choices in using action information and empirically
evaluate the resulting architectures on a set of illustrative domains. Finally, we discuss
future work in developing recurrent cells and discuss challenges specific to the RL setting.

1 Introduction

Learning to behave and predict using partial information about the world is critical for applying reinforcement
learning (RL) algorithms to large complex domains. For example, a deployed automated spacecraft with a
faulty sensor that is only able to read signals intermittently. For the spacecraft to stay in service it needs
to deploy a learning algorithm to maintain helpful information (or state) about the history of intermittent
sensor readings as it relates to the other sensors and how the spacecraft is behaving. A game playing systems
such as StarCraft (Vinyals et al., 2019) provides another good example. An agent who plays StarCraft must
build a working representation of the map, it’s base and strategy, and any information about its rival’s base
and strategy as it focuses its observations on specific locations to perform actions.

Deep reinforcement learning has expanded the types of problems reinforcement learning can be applied
to, specifically those with complex observations from the environment (Mnih et al., 2015; Vinyals et al.,
2019). Significant work has gone into engineering primarily non-recurrent networks (Hessel et al., 2018;
Espeholt et al., 2018), while several challenges remain for recurrent architectures in reinforcement learning
(Hausknecht and Stone, 2015; Zhu et al., 2017; Rafiee et al., 2022; Schlegel et al., 2021). There are many
design and algorithmic decisions required when applying a recurrent architecture to a reinforcement learning
problem. We have a larger discussion on the open-problems for recurrent agents in Section 6.

Recurrent neural networks (RNNs) have been established as an important tool for modeling data with
temporal dependencies. They have been primarily used in language and video prediction (Mikolov et al.,
2010; Wang and Cho, 2016; Saon et al., 2017; Wang et al., 2018; Oh et al., 2015), but have also been
used in traditional time-series forecasting (Bianchi et al., 2017) and RL (Onat et al., 1998; Bakker, 2002;
Wierstra et al., 2007; Hausknecht and Stone, 2015; Heess et al., 2015). Many specialized architectures have
been developed to improve learning with recurrence. These architectures are designed to better model long
temporal dependence and avoid saturation including, Long-short Term Memory units (LSTMs) (Hochreiter
and Urgen Schmidhuber, 1997), Gated Recurrent Units (GRUs) (Cho et al., 2014; Chung et al., 2014), Non-
saturating Recurrent Units (NRUs) (Chandar et al., 2019), and others. Most modern RNN architectures
integrate information through additive operations. However, some work has also examined multiplicative
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updating (Sutskever et al., 2011; Wu et al., 2016) which follows from what were known as Second-order
RNNs (Goudreau et al., 1994).

One important design decision is the strategy used to incorporate action in the state update function which
can have a large impact on the agent’s ability to predict and control (see Figure 1). This has been noted
before, Zhu et al. (2017) provides a discussion on the importance of these choices developing an architecture
which encodes the action through several layers before concatenating with the observation encoding. Other
types of action encodings have been used for the state update in RNNs for RL (Schaefer et al., 2007; Zhu
et al., 2017; Schlegel et al., 2021), but without an in-depth discussion or focus on the ramifications of
the particular choice of architecture. In other cases, action has seemingly been omitted (Oh et al., 2015;
Hausknecht and Stone, 2015; Espeholt et al., 2018). Other state construction approaches also see action
as a primary component, predictive representations of state encode predictions as the likelihood of seeing
action-observation pairs given a history (Littman and Sutton, 2002).

Without action input
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Figure 1: Learning Curves for various RNN cells in
Ring World using experience replay and three strate-
gies to incorporate action into an RNN. The agent
learns 20 GVF predictions for 300k steps and we re-
port root mean squared value error averaged over 50
runs with 95% confidence intervals with window aver-
aging over 1000 steps. See Section 5.1 for full details.

Action plays an important role in perception in cog-
nitive sciences. Noë (2004) proposed that percep-
tion is dependent on the actions we can take and
have taken on the world around us. In effect, one
can look at the objective of a reinforcement learning
agent as the desire to control and predict the expe-
rience (or data) stream, which inevitably means we
must model our agency on the data stream. Action
has also played an important part in understand-
ing representations (or codings) in the brain through
common coding (Prinz, 1990), and in the larger in-
terplay between prediction and action in the brain
(Clark, 2013). While the RNN architecture is not
exactly reminiscent of these cognitive models, the
role of action in perception further motivates the
need to study the role action plays in an RL agent’s
perceptual system more in-depth.

In this paper, we focus on several architectures
for incorporating action into the state-update func-
tion of an RNN in partially observable RL settings.
Many of these architectures have been proposed pre-
viously for recurrent architectures (i.e. Zhu et al. (2017); Schlegel et al. (2021)), and others are either related
to or obvious extensions of those architectures. We perform an in-depth empirical evaluation on several
illustrative domains, and outline the relationship between the domain and architectures. Finally, we discuss
future work in developing recurrent architectures designed for the RL problem and discuss challenges specific
to the RL setting needing investigation in the future.

2 Problem Setting

We formalize the agent-environment interaction as a partially observable markov decision processes
(POMDP). The underlying dynamics are defined by a tuple (S,A,P, fo,R). Given a state ψ ∈ S and
a ∈ A the environmnet transitions to a new state ψ′ ∈ S according to the state transition probability matrix
P def= S × A × S → [0,∞) with a reward given by R def= S × A → R. The agent observes the sequence
ot, at, rt+1,ot+1, at+1, . . . where the observations are a lossy function over the state ot

def= fo(ψt) ∈ Rm, the
actions are selected by the agent’s current policy at ∼ π(·|o0, a0, . . . , at−1,ot) → [0,∞), and the reward is
rt

def= fr(ψ0, ψ1, . . . , ψt) ∈ R.

In this paper we perform experiments in two settings: prediction and control. For prediction, general value
functions (GVFs) define the targets (Sutton et al., 2011; White, 2015). A GVF is a tuple containing a
cumulant ct+1 = fc(ot, at, ot+1, rt+1) ∈ R, a continuation function γt+1 = fγ(ot, at, ot+1) ∈ [0, 1], and a
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history ht = [a0,o1, a1,o2, a2, . . . ,ot] conditioned policy π(at|ht) ∈ [0,∞). The goal of the agent is to learn
a value function which estimates the expected cumulative return under π,

Eπ [Gct |Ht = ht] where Gct
def= ct+1 + γt+1G

c
t+1.

To estimate the value function we use off-policy semi-gradient TD(0) (Sutton, 1988; Tesauro et al., 1995)
and truncated BPTT to estimate the gradients. For the control setting we learn a policy which maximizes
the discounted sum of rewards or return Gt

def=
∑∞
i=0 γ

iri+t+1. In this paper, we use Q-learning (Watkins and
Dayan, 1992) to construct an action-value function and take actions according to an epsilon-greedy strategy.

3 Constructing State with Recurrent Networks

For effective prediction and control, the agent requires a state representation st that is a sufficient statistic
of the past: E [Gct |st] = E [Gct |st,ht]. When the agent learns such a state, it can build policies and value
functions without the need to store any history. For example, for prediction, it can learn V (st) ≈ E [Gct |st].
In this section, we describe the strategies used in this work to learn state.

An RNN provides one such solution to learning st and associated state update function. The simplest RNN
is one which learns the parameters θ ∈ Rd recursively

st = σ(θxt + b)

where xt = [ot, st−1] and σ is any non-linear transfer function (typically tanh). While concatenating infor-
mation (or doing additive operations) has become standard in RNNs, another idea explored earlier in the
literature and in more modern cells is using multiplicative operations

(st)i = σ

 M∑
j=1

N∑
k=1

θijk(ot)j(st−1)k + bi

 . where θ ∈ R|s|×|o|×|s|.

Using this type of operation was initially called second-order RNNs (Goudreau et al., 1994), and was also
explored in one of the first landmark successes of RNNs (Sutskever et al., 2011) in a character-level language
modeling task.

RNNs are typically trained through the use of back-propagation through time (Mozer, 1995). This algorithm
effectively unrolls the network through the sequence and calculates the gradient as if it was one large network
with shared weights. This unrolling is often truncated at some number of steps τ . While this alleviates
computational-cost concerns, the learning performance can be sensitive to the truncation parameter (Pascanu
et al., 2013). When calculating the gradients through time for a specific sample, we follow (Schlegel et al.,
2021) and define our loss as

Lt(θ) =
N∑
i

(vi(st(θ))− yt,i)2

where N is the size of the batch, and y is the target defined by the specific algorithm. This effectively means
we are calculating the loss for a single step and calculating the gradients from that step only.

There are several known problems with simple recurrent units (and to a lesser extent other recurrent cells).
The first is known as the vanishing and exploding gradient problem (Pascanu et al., 2013). In this, as
gradients are multiplied together (via the chain rule in BPTT) the gradient can either become very large or
vanish into nothing. In either case, the learned networks often cannot perform well and a number of practical
tricks are applied to stabilize learning (Bengio et al., 2013). The second problem is called saturation. This
occurs when the weights θ become large and the activations of the hidden units are at the extremes of the
transfer function. While not problematic for learning stability, this can limit the capacity of the network and
make tracking changes in the environment dynamics more difficult (Chandar et al., 2019). Because of these
issues, several variations on the simple recurrent cell have been developed including the LSTMs, GRUs, and
NSRUs. We focus our experiments around the simple recurrent cells (RNNs) and GRUs.

3



Under review as submission to TMLR

Time

State 
Update

<latexit sha1_base64="ewDXALEmqnRDMxlpjdYfO2t7Sq8=">AAAB7XicbVDLSgNBEOyNrxhfUY9eBoPgKexKUI9BLx4jmAckS5idzCZj5rHMzAphyT948aCIV//Hm3/jJNmDJhY0FFXddHdFCWfG+v63V1hb39jcKm6Xdnb39g/Kh0cto1JNaJMornQnwoZyJmnTMstpJ9EUi4jTdjS+nfntJ6oNU/LBThIaCjyULGYEWye1eoYNBe6XK37VnwOtkiAnFcjR6Je/egNFUkGlJRwb0w38xIYZ1pYRTqelXmpogskYD2nXUYkFNWE2v3aKzpwyQLHSrqRFc/X3RIaFMRMRuU6B7cgsezPxP6+b2vg6zJhMUkslWSyKU46sQrPX0YBpSiyfOIKJZu5WREZYY2JdQCUXQrD88ippXVSDy2rtvlap3+RxFOEETuEcAriCOtxBA5pA4BGe4RXePOW9eO/ex6K14OUzx/AH3ucPn02PLA==</latexit>�

<latexit sha1_base64="Bds0XzWSGF/2351T/LPc9accE+o=">AAAB83icbVDLSsNAFL2pr1pfVZduBovgqiQi6rLoxmUF+4CmlMl00g6dTMLMjVBCf8ONC0Xc+jPu/BsnbRbaemDgcM693DMnSKQw6LrfTmltfWNzq7xd2dnd2z+oHh61TZxqxlsslrHuBtRwKRRvoUDJu4nmNAok7wSTu9zvPHFtRKwecZrwfkRHSoSCUbSS70cUx0GYmdkAB9WaW3fnIKvEK0gNCjQH1S9/GLM04gqZpMb0PDfBfkY1Cib5rOKnhieUTeiI9yxVNOKmn80zz8iZVYYkjLV9Cslc/b2R0ciYaRTYyTyjWfZy8T+vl2J408+ESlLkii0OhakkGJO8ADIUmjOUU0so08JmJWxMNWVoa6rYErzlL6+S9kXdu6pfPlzWGrdFHWU4gVM4Bw+uoQH30IQWMEjgGV7hzUmdF+fd+ViMlpxi5xj+wPn8AYs3kgc=</latexit>st
<latexit sha1_base64="ewDXALEmqnRDMxlpjdYfO2t7Sq8=">AAAB7XicbVDLSgNBEOyNrxhfUY9eBoPgKexKUI9BLx4jmAckS5idzCZj5rHMzAphyT948aCIV//Hm3/jJNmDJhY0FFXddHdFCWfG+v63V1hb39jcKm6Xdnb39g/Kh0cto1JNaJMornQnwoZyJmnTMstpJ9EUi4jTdjS+nfntJ6oNU/LBThIaCjyULGYEWye1eoYNBe6XK37VnwOtkiAnFcjR6Je/egNFUkGlJRwb0w38xIYZ1pYRTqelXmpogskYD2nXUYkFNWE2v3aKzpwyQLHSrqRFc/X3RIaFMRMRuU6B7cgsezPxP6+b2vg6zJhMUkslWSyKU46sQrPX0YBpSiyfOIKJZu5WREZYY2JdQCUXQrD88ippXVSDy2rtvlap3+RxFOEETuEcAriCOtxBA5pA4BGe4RXePOW9eO/ex6K14OUzx/AH3ucPn02PLA==</latexit>�

State 
Update

<latexit sha1_base64="ewDXALEmqnRDMxlpjdYfO2t7Sq8=">AAAB7XicbVDLSgNBEOyNrxhfUY9eBoPgKexKUI9BLx4jmAckS5idzCZj5rHMzAphyT948aCIV//Hm3/jJNmDJhY0FFXddHdFCWfG+v63V1hb39jcKm6Xdnb39g/Kh0cto1JNaJMornQnwoZyJmnTMstpJ9EUi4jTdjS+nfntJ6oNU/LBThIaCjyULGYEWye1eoYNBe6XK37VnwOtkiAnFcjR6Je/egNFUkGlJRwb0w38xIYZ1pYRTqelXmpogskYD2nXUYkFNWE2v3aKzpwyQLHSrqRFc/X3RIaFMRMRuU6B7cgsezPxP6+b2vg6zJhMUkslWSyKU46sQrPX0YBpSiyfOIKJZu5WREZYY2JdQCUXQrD88ippXVSDy2rtvlap3+RxFOEETuEcAriCOtxBA5pA4BGe4RXePOW9eO/ex6K14OUzx/AH3ucPn02PLA==</latexit>�
State 

Update

<latexit sha1_base64="ft+Il0qPckQzzsjkz5QWFOj2+Qc=">AAACAHicbVBNS8NAEN34WetX1IMHL8EieLEkUtRj0YvHCvYDmhA22027dLMJuxOxhFz8K148KOLVn+HNf+OmzUFbHww83pthZl6QcKbAtr+NpeWV1bX1ykZ1c2t7Z9fc2++oOJWEtknMY9kLsKKcCdoGBpz2EklxFHDaDcY3hd99oFKxWNzDJKFehIeChYxg0JJvHroRhlEQZir3M3CBPkJ2lju5b9bsuj2FtUicktRQiZZvfrmDmKQRFUA4Vqrv2Al4GZbACKd51U0VTTAZ4yHtaypwRJWXTR/IrROtDKwwlroEWFP190SGI6UmUaA7i3PVvFeI/3n9FMIrL2MiSYEKMlsUptyC2CrSsAZMUgJ8ogkmkulbLTLCEhPQmVV1CM78y4ukc153LuqNu0ateV3GUUFH6BidIgddoia6RS3URgTl6Bm9ojfjyXgx3o2PWeuSUc4coD8wPn8Aon2XFQ==</latexit>st-1<latexit sha1_base64="FDGjDGP3GQwLwFH6UksHSkJhwNk=">AAAB83icdVDLSgMxFM34rPVVdekmWARXw0w7fbgrunFZwT6gM5RMmmlDM8mQZIQy9DfcuFDErT/jzr8x01ZQ0QOBwzn3ck9OmDCqtON8WGvrG5tb24Wd4u7e/sFh6ei4q0QqMelgwYTsh0gRRjnpaKoZ6SeSoDhkpBdOr3O/d0+kooLf6VlCghiNOY0oRtpIvh8jPQmjTMyHelgqO3bD82q1BnTsqus2qwty6darFejazgJlsEJ7WHr3RwKnMeEaM6TUwHUSHWRIaooZmRf9VJEE4Skak4GhHMVEBdki8xyeG2UEIyHN4xou1O8bGYqVmsWhmcwzqt9eLv7lDVIdNYOM8iTVhOPloShlUAuYFwBHVBKs2cwQhCU1WSGeIImwNjUVTQlfP4X/k27Fduu2d+uVW1erOgrgFJyBC+CCBmiBG9AGHYBBAh7AE3i2UuvRerFel6Nr1mrnBPyA9fYJ96+SUg==</latexit>ot

<latexit sha1_base64="oHSgpPdBf2hRAUD/SbIDywvb3q8=">AAACAHicdVDJSgNBEO2JW4xb1IMHL41B8OIwE8cst6AXjxHMAkkIPZ2epEnPQneNGIa5+CtePCji1c/w5t/YWQQVfVDweK+KqnpuJLgCy/owMkvLK6tr2fXcxubW9k5+d6+pwlhS1qChCGXbJYoJHrAGcBCsHUlGfFewlju+nPqtWyYVD4MbmESs55NhwD1OCWipnz/o+gRGrpeQtJ9AF9gdJKepnfbzBcu0i8WSc44t0ynbFaeqSbVaOStVsW1aMxTQAvV+/r07CGnsswCoIEp1bCuCXkIkcCpYmuvGikWEjsmQdTQNiM9UL5k9kOJjrQywF0pdAeCZ+n0iIb5SE9/VndNz1W9vKv7ldWLwKr2EB1EMLKDzRV4sMIR4mgYecMkoiIkmhEqub8V0RCShoDPL6RC+PsX/k2bRtEumc+0UaheLOLLoEB2hE2SjMqqhK1RHDURRih7QE3o27o1H48V4nbdmjMXMPvoB4+0TEb+XZA==</latexit>at-1
<latexit sha1_base64="FDGjDGP3GQwLwFH6UksHSkJhwNk=">AAAB83icdVDLSgMxFM34rPVVdekmWARXw0w7fbgrunFZwT6gM5RMmmlDM8mQZIQy9DfcuFDErT/jzr8x01ZQ0QOBwzn3ck9OmDCqtON8WGvrG5tb24Wd4u7e/sFh6ei4q0QqMelgwYTsh0gRRjnpaKoZ6SeSoDhkpBdOr3O/d0+kooLf6VlCghiNOY0oRtpIvh8jPQmjTMyHelgqO3bD82q1BnTsqus2qwty6darFejazgJlsEJ7WHr3RwKnMeEaM6TUwHUSHWRIaooZmRf9VJEE4Skak4GhHMVEBdki8xyeG2UEIyHN4xou1O8bGYqVmsWhmcwzqt9eLv7lDVIdNYOM8iTVhOPloShlUAuYFwBHVBKs2cwQhCU1WSGeIImwNjUVTQlfP4X/k27Fduu2d+uVW1erOgrgFJyBC+CCBmiBG9AGHYBBAh7AE3i2UuvRerFel6Nr1mrnBPyA9fYJ96+SUg==</latexit>ot

<latexit sha1_base64="OWuY4WghJ8hfm2hfT0zo+TV4Ayk=">AAACAHicdVBNS8NAEN3U7/pV9eDBy2IRvBg2Ma0ei148VrAqNKVsthtduvlgdyKWkIt/xYsHRbz6M7z5b9zUCir6YODx3gwz84JUCg2EvFuVqemZ2bn5heri0vLKam1t/VwnmWK8wxKZqMuAai5FzDsgQPLLVHEaBZJfBMPj0r+44UqLJD6DUcp7Eb2KRSgYBSP1a5t+ROE6CHNd9HPwgd9Cvlc4Rb9WJ7brNBvExcRuOvuuRwxpuAdN4mHHJmPU0QTtfu3NHyQsi3gMTFKtuw5JoZdTBYJJXlT9TPOUsiG94l1DYxpx3cvHDxR4xygDHCbKVAx4rH6fyGmk9SgKTGd5rv7tleJfXjeD8LCXizjNgMfsc1GYSQwJLtPAA6E4AzkyhDIlzK2YXVNFGZjMqiaEr0/x/+TctZ2m7Z169dbRJI55tIW20S5y0AFqoRPURh3EUIHu0SN6su6sB+vZevlsrViTmQ30A9brB/NUl00=</latexit>st-1

<latexit sha1_base64="1p/KYxglTD2+1vj0pY1p9k2BSZ4=">AAAB9XicbVDLSgNBEOyNrxhfUY9eBoPgKexKUI9BLx4jmAckMcxOZpMhsw9mepW47H948aCIV//Fm3/jbLIHTSwYKKq66ZpyIyk02va3VVhZXVvfKG6WtrZ3dvfK+wctHcaK8SYLZag6LtVcioA3UaDknUhx6ruSt93Jdea3H7jSIgzucBrxvk9HgfAEo2ik+55Pcex6yVM6SDAdlCt21Z6BLBMnJxXI0RiUv3rDkMU+D5BJqnXXsSPsJ1ShYJKnpV6seUTZhI5419CA+lz3k1nqlJwYZUi8UJkXIJmpvzcS6ms99V0zmaXUi14m/ud1Y/Qu+4kIohh5wOaHvFgSDElWARkKxRnKqSGUKWGyEjamijI0RZVMCc7il5dJ66zqnFdrt7VK/SqvowhHcAyn4MAF1OEGGtAEBgqe4RXerEfrxXq3PuajBSvfOYQ/sD5/AGKEkxo=</latexit>zt

<latexit sha1_base64="1p/KYxglTD2+1vj0pY1p9k2BSZ4=">AAAB9XicbVDLSgNBEOyNrxhfUY9eBoPgKexKUI9BLx4jmAckMcxOZpMhsw9mepW47H948aCIV//Fm3/jbLIHTSwYKKq66ZpyIyk02va3VVhZXVvfKG6WtrZ3dvfK+wctHcaK8SYLZag6LtVcioA3UaDknUhx6ruSt93Jdea3H7jSIgzucBrxvk9HgfAEo2ik+55Pcex6yVM6SDAdlCt21Z6BLBMnJxXI0RiUv3rDkMU+D5BJqnXXsSPsJ1ShYJKnpV6seUTZhI5419CA+lz3k1nqlJwYZUi8UJkXIJmpvzcS6ms99V0zmaXUi14m/ud1Y/Qu+4kIohh5wOaHvFgSDElWARkKxRnKqSGUKWGyEjamijI0RZVMCc7il5dJ66zqnFdrt7VK/SqvowhHcAyn4MAF1OEGGtAEBgqe4RXerEfrxXq3PuajBSvfOYQ/sD5/AGKEkxo=</latexit>zt

Additive

Multiplicative

<latexit sha1_base64="1p/KYxglTD2+1vj0pY1p9k2BSZ4=">AAAB9XicbVDLSgNBEOyNrxhfUY9eBoPgKexKUI9BLx4jmAckMcxOZpMhsw9mepW47H948aCIV//Fm3/jbLIHTSwYKKq66ZpyIyk02va3VVhZXVvfKG6WtrZ3dvfK+wctHcaK8SYLZag6LtVcioA3UaDknUhx6ruSt93Jdea3H7jSIgzucBrxvk9HgfAEo2ik+55Pcex6yVM6SDAdlCt21Z6BLBMnJxXI0RiUv3rDkMU+D5BJqnXXsSPsJ1ShYJKnpV6seUTZhI5419CA+lz3k1nqlJwYZUi8UJkXIJmpvzcS6ms99V0zmaXUi14m/ud1Y/Qu+4kIohh5wOaHvFgSDElWARkKxRnKqSGUKWGyEjamijI0RZVMCc7il5dJ66zqnFdrt7VK/SqvowhHcAyn4MAF1OEGGtAEBgqe4RXerEfrxXq3PuajBSvfOYQ/sD5/AGKEkxo=</latexit>zt
<latexit sha1_base64="oHSgpPdBf2hRAUD/SbIDywvb3q8=">AAACAHicdVDJSgNBEO2JW4xb1IMHL41B8OIwE8cst6AXjxHMAkkIPZ2epEnPQneNGIa5+CtePCji1c/w5t/YWQQVfVDweK+KqnpuJLgCy/owMkvLK6tr2fXcxubW9k5+d6+pwlhS1qChCGXbJYoJHrAGcBCsHUlGfFewlju+nPqtWyYVD4MbmESs55NhwD1OCWipnz/o+gRGrpeQtJ9AF9gdJKepnfbzBcu0i8WSc44t0ynbFaeqSbVaOStVsW1aMxTQAvV+/r07CGnsswCoIEp1bCuCXkIkcCpYmuvGikWEjsmQdTQNiM9UL5k9kOJjrQywF0pdAeCZ+n0iIb5SE9/VndNz1W9vKv7ldWLwKr2EB1EMLKDzRV4sMIR4mgYecMkoiIkmhEqub8V0RCShoDPL6RC+PsX/k2bRtEumc+0UaheLOLLoEB2hE2SjMqqhK1RHDURRih7QE3o27o1H48V4nbdmjMXMPvoB4+0TEb+XZA==</latexit>at-1

<latexit sha1_base64="FDGjDGP3GQwLwFH6UksHSkJhwNk=">AAAB83icdVDLSgMxFM34rPVVdekmWARXw0w7fbgrunFZwT6gM5RMmmlDM8mQZIQy9DfcuFDErT/jzr8x01ZQ0QOBwzn3ck9OmDCqtON8WGvrG5tb24Wd4u7e/sFh6ei4q0QqMelgwYTsh0gRRjnpaKoZ6SeSoDhkpBdOr3O/d0+kooLf6VlCghiNOY0oRtpIvh8jPQmjTMyHelgqO3bD82q1BnTsqus2qwty6darFejazgJlsEJ7WHr3RwKnMeEaM6TUwHUSHWRIaooZmRf9VJEE4Skak4GhHMVEBdki8xyeG2UEIyHN4xou1O8bGYqVmsWhmcwzqt9eLv7lDVIdNYOM8iTVhOPloShlUAuYFwBHVBKs2cwQhCU1WSGeIImwNjUVTQlfP4X/k27Fduu2d+uVW1erOgrgFJyBC+CCBmiBG9AGHYBBAh7AE3i2UuvRerFel6Nr1mrnBPyA9fYJ96+SUg==</latexit>ot
<latexit sha1_base64="OWuY4WghJ8hfm2hfT0zo+TV4Ayk=">AAACAHicdVBNS8NAEN3U7/pV9eDBy2IRvBg2Ma0ei148VrAqNKVsthtduvlgdyKWkIt/xYsHRbz6M7z5b9zUCir6YODx3gwz84JUCg2EvFuVqemZ2bn5heri0vLKam1t/VwnmWK8wxKZqMuAai5FzDsgQPLLVHEaBZJfBMPj0r+44UqLJD6DUcp7Eb2KRSgYBSP1a5t+ROE6CHNd9HPwgd9Cvlc4Rb9WJ7brNBvExcRuOvuuRwxpuAdN4mHHJmPU0QTtfu3NHyQsi3gMTFKtuw5JoZdTBYJJXlT9TPOUsiG94l1DYxpx3cvHDxR4xygDHCbKVAx4rH6fyGmk9SgKTGd5rv7tleJfXjeD8LCXizjNgMfsc1GYSQwJLtPAA6E4AzkyhDIlzK2YXVNFGZjMqiaEr0/x/+TctZ2m7Z169dbRJI55tIW20S5y0AFqoRPURh3EUIHu0SN6su6sB+vZevlsrViTmQ30A9brB/NUl00=</latexit>st-1

<latexit sha1_base64="qWegjov7i3nx+B3RkM7gPGPspxE=">AAAB9XicdVDLSsNAFJ3UV62vqks3g0VwFZIa22ZXdOOygn1AG8tkOmmHTiZhZqKUkP9w40IRt/6LO//GSVtBRQ8MHM65l3vm+DGjUlnWh1FYWV1b3yhulra2d3b3yvsHHRklApM2jlgkej6ShFFO2ooqRnqxICj0Gen608vc794RIWnEb9QsJl6IxpwGFCOlpdtBiNTED1KUDVOVDcsVy7Sr1ZpzDi3TqdsNx9XEdRtnNRfapjVHBSzRGpbfB6MIJyHhCjMkZd+2YuWlSCiKGclKg0SSGOEpGpO+phyFRHrpPHUGT7QygkEk9OMKztXvGykKpZyFvp7MU8rfXi7+5fUTFTS8lPI4UYTjxaEgYVBFMK8AjqggWLGZJggLqrNCPEECYaWLKukSvn4K/yedqmnXTOfaqTQvlnUUwRE4BqfABnXQBFegBdoAAwEewBN4Nu6NR+PFeF2MFozlziH4AePtE8eak2I=</latexit>at
<latexit sha1_base64="bcqy4qzxsovNVlWhFEvz0fX92us=">AAAB+XicdVDLSsNAFJ3UV62vqEs3g0UQhJC06cNd0Y3LCrYW2hAm00k7dPJgZlIoIX/ixoUibv0Td/6Nk7SCih4YOJxzL/fM8WJGhTTND620tr6xuVXeruzs7u0f6IdHfRElHJMejljEBx4ShNGQ9CSVjAxiTlDgMXLvza5z/35OuKBReCcXMXECNAmpTzGSSnJ1fRQgOfX8NMrcVF5YmatXTaNl241GC5pG3bLa9YJcWs16DVqGWaAKVui6+vtoHOEkIKHEDAkxtMxYOinikmJGssooESRGeIYmZKhoiAIinLRInsEzpYyhH3H1QgkL9ftGigIhFoGnJvOc4reXi395w0T6bSelYZxIEuLlIT9hUEYwrwGOKSdYsoUiCHOqskI8RRxhqcqqqBK+fgr/J/2aYTUN+9audq5WdZTBCTgF58ACLdABN6ALegCDOXgAT+BZS7VH7UV7XY6WtNXOMfgB7e0THSKT/w==</latexit>ot+1

<latexit sha1_base64="JVBvyaYjgWqNqQf82X5YMR98sLg=">AAACEHicbVDLSsNAFJ3UV62vqEs3g0WsCCWRoi6LblxWsQ9oYplMp+3QySTMTISS5hPc+CtuXCji1qU7/8ZJG0FbDwycOede7r3HCxmVyrK+jNzC4tLySn61sLa+sbllbu80ZBAJTOo4YIFoeUgSRjmpK6oYaYWCIN9jpOkNL1O/eU+EpAG/VaOQuD7qc9qjGCktdcxDx0dq4HnxTXIXj9EYOor6RMKSf8yPfj48gR2zaJWtCeA8sTNSBBlqHfPT6QY48glXmCEp27YVKjdGQlHMSFJwIklChIeoT9qacqQHufHkoAQeaKULe4HQjys4UX93xMiXcuR7ujJdX856qfif145U79yNKQ8jRTieDupFDKoApunALhUEKzbSBGFB9a4QD5BAWOkMCzoEe/bkedI4Kdun5cp1pVi9yOLIgz2wD0rABmegCq5ADdQBBg/gCbyAV+PReDbejPdpac7IenbBHxgf37honF4=</latexit>

R|a|⇥(m+n)⇥n

<latexit sha1_base64="vhHYdeoIIWQIwhC9h+Vl8gi737s=">AAAB8XicbVDLSgMxFL1TX7W+qi7dBIvgqsxIUZdFNy4r2Ae2Q8mkmTY0kxmSO0IZ+hduXCji1r9x59+YtrPQ1gOBwzn3knNPkEhh0HW/ncLa+sbmVnG7tLO7t39QPjxqmTjVjDdZLGPdCajhUijeRIGSdxLNaRRI3g7GtzO//cS1EbF6wEnC/YgOlQgFo2ilx15EcRSEWXvaL1fcqjsHWSVeTiqQo9Evf/UGMUsjrpBJakzXcxP0M6pRMMmnpV5qeELZmA5511JFI278bJ54Ss6sMiBhrO1TSObq742MRsZMosBOzhKaZW8m/ud1Uwyv/UyoJEWu2OKjMJUEYzI7nwyE5gzlxBLKtLBZCRtRTRnakkq2BG/55FXSuqh6l9Xafa1Sv8nrKMIJnMI5eHAFdbiDBjSBgYJneIU3xzgvzrvzsRgtOPnOMfyB8/kDzgKRBA==</latexit>

W

<latexit sha1_base64="vhHYdeoIIWQIwhC9h+Vl8gi737s=">AAAB8XicbVDLSgMxFL1TX7W+qi7dBIvgqsxIUZdFNy4r2Ae2Q8mkmTY0kxmSO0IZ+hduXCji1r9x59+YtrPQ1gOBwzn3knNPkEhh0HW/ncLa+sbmVnG7tLO7t39QPjxqmTjVjDdZLGPdCajhUijeRIGSdxLNaRRI3g7GtzO//cS1EbF6wEnC/YgOlQgFo2ilx15EcRSEWXvaL1fcqjsHWSVeTiqQo9Evf/UGMUsjrpBJakzXcxP0M6pRMMmnpV5qeELZmA5511JFI278bJ54Ss6sMiBhrO1TSObq742MRsZMosBOzhKaZW8m/ud1Uwyv/UyoJEWu2OKjMJUEYzI7nwyE5gzlxBLKtLBZCRtRTRnakkq2BG/55FXSuqh6l9Xafa1Sv8nrKMIJnMI5eHAFdbiDBjSBgYJneIU3xzgvzrvzsRgtOPnOMfyB8/kDzgKRBA==</latexit>

W

<latexit sha1_base64="oAAOrn8TciXa3BF7aSVOVU4LWDE=">AAACCHicbVDLSsNAFJ3UV62vqEsXDhahUiiJFHVZdOOyin1AE8tkOm2HTiZhZiKUNEs3/oobF4q49RPc+TdO2iy09cCFwzn3cu89XsioVJb1beSWlldW1/LrhY3Nre0dc3evKYNIYNLAAQtE20OSMMpJQ1HFSDsUBPkeIy1vdJX6rQciJA34nRqHxPXRgNM+xUhpqWseOj5SQ8+Lb5P7uDRBk7Jf5ifQUdQnEvKkaxatijUFXCR2RoogQ71rfjm9AEc+4QozJGXHtkLlxkgoihlJCk4kSYjwCA1IR1OO9B43nj6SwGOt9GA/ELq4glP190SMfCnHvqc707PlvJeK/3mdSPUv3JjyMFKE49mifsSgCmCaCuxRQbBiY00QFlTfCvEQCYSVzq6gQ7DnX14kzdOKfVap3lSLtcssjjw4AEegBGxwDmrgGtRBA2DwCJ7BK3gznowX4934mLXmjGxmH/yB8fkDC76ZWw==</latexit>

R(|a|+m+n)⇥n

<latexit sha1_base64="oHSgpPdBf2hRAUD/SbIDywvb3q8=">AAACAHicdVDJSgNBEO2JW4xb1IMHL41B8OIwE8cst6AXjxHMAkkIPZ2epEnPQneNGIa5+CtePCji1c/w5t/YWQQVfVDweK+KqnpuJLgCy/owMkvLK6tr2fXcxubW9k5+d6+pwlhS1qChCGXbJYoJHrAGcBCsHUlGfFewlju+nPqtWyYVD4MbmESs55NhwD1OCWipnz/o+gRGrpeQtJ9AF9gdJKepnfbzBcu0i8WSc44t0ynbFaeqSbVaOStVsW1aMxTQAvV+/r07CGnsswCoIEp1bCuCXkIkcCpYmuvGikWEjsmQdTQNiM9UL5k9kOJjrQywF0pdAeCZ+n0iIb5SE9/VndNz1W9vKv7ldWLwKr2EB1EMLKDzRV4sMIR4mgYecMkoiIkmhEqub8V0RCShoDPL6RC+PsX/k2bRtEumc+0UaheLOLLoEB2hE2SjMqqhK1RHDURRih7QE3o27o1H48V4nbdmjMXMPvoB4+0TEb+XZA==</latexit>at-1

Figure 2: Visualizations of the multiplicative and additive RNNs.

Finally, to improve sample efficiency we incorporate experience replay, a critical part of a deep (recurrent)
system in RL (Mnih et al., 2015; Hausknecht and Stone, 2015). There are two key choices here: how states
are stored and updated in the buffer and how sequences are sampled. We store the hidden state of the cell
in the experience replay buffer as apart of the experience tuple. This is then used to initialize the state when
we sample from the buffer for both the target and non-target networks. We pass back gradients to the stored
state to update them along with our model parameters, see a full discussion in Section 6. We also stored
a separate initial state for the beginning of episodes, which was updated with gradients. If we sampled the
beginning of an episode from the replay we used the most up to date version of this vector to initialize the
hidden state. For sampling, we allowed the agent to sample states across the episode. For samples at the
end of the episode, we simply use a shorter sequence length than τ .

4 Architectural Designs for Incorporating Action

In this paper, we define two broad categories for incorporating action into the state update function of an
RNN, and discuss various variations on these ideas (see Figure 2 for a visualization of two main architectures).

4.1 Additive

The first category is to use an additive operation. The core concept of additive action recurrent networks is
concatenating an action embedding as an input into the recurrent cell. For example, the update becomes

st = σ (Wxxt + Waat−1 + b) (Additive)

where Wx and Wa are appropriately sized weight matrices. This requires no changes to the recurrent cell.
This update function has been explored several times before (see Schaefer et al. (2007); Zhu et al. (2017)).

The additive approach was explored in Zhu et al. (2017) where they modified the architecture slightly to
learn a function of the action input at = fa(at). As in their architecture, we concatenate this representation
with observation encoding right before the recurrent network. This enables us to focus on the changes in
the basic operation rather than enumerating all possible places the action can be concatenated before the
recurrent operation.

4.2 Multiplicative

The second category is inspired by second-order RNNs (Goudreau et al., 1994) and first appeared as a part
of a state update function in Rafols et al. (2006), where the observation, hidden state, and action embedding
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are integrated using a multiplicative operation:

st = σ (W×2 xt ×3 at−1) , (Multiplicative)

where W ∈ R|st|×|xt|×|at−1| and ×n is the n-mode product. This type of operation is known to expand
the types of functions learnable by a single layer RNN (Goudreau et al., 1994; Sutskever et al., 2011), and
decreases the networks sensitivity to truncation (Schlegel et al., 2021).

While this type of update has very clear advantages, there is also a tradeoff in terms of number of parameters
and potential re-learning depending on the granularity of the action representation. For example, in the Ring
World experiment above the RNN cell with additive used 285 parameters with hidden state size of 15. The
multiplicative version would have used 510 parameters with the same hidden state size. While this doesn’t
seem like a lot, if we compare what it would be in a domain like Atari (with 18 actions, 1024 inputs, and
|st| = 1024) the number of parameters would be 2 million vs 38 million respectively. As shown below in the
empirical study, the size of the state can be significantly when using a multiplicative update. In any case, it
would be worthwhile to develop strategies to reduce the number of parameters, which we discuss next.

4.3 Reducing parameters of the Multiplicative

The first way we can reduce the number of parameters is by using a low-rank approximation of the tensor
operations. Like matrices, tensors have a number of decompositions which can prove useful. For example,
every tensor can be factorized using canonical polyadic decomposition, which decomposes an order-N tensor
W ∈ RI1×I2×...×IN into n matrices as follows

Wi1,i2,... =
M∑
r=1

λrW(1)
i1,r

W(2)
i2,r

. . .W(N)
iN ,r

where W(j) ∈ RIj×M , andM is the rank of the tensor. This is a generalization of matrix rank decomposition
and exists for all tensors with finite dimensions, see Appendix D for more details. We can make several
simplifications using the properties of n-mode products. Using the definition of the multiplicative RNN
update,

W×2 xt ×3 at−1 ≈ λWout
(
xtWin � at−1Wa

)>
. λi,i = λi. (Factored)

Previous work explored using a low-rank approximation of a multiplicative operation. A multiplicative
update was used to make action-conditional video predictions in Atari (Oh et al., 2015). This operation also
appears in a Predictive State RNN hidden state update (Downey et al., 2017), albeit it never performed as
well as the full rank version. Our low rank approximation is also similar to the network used in Sutskever
et al. (2011), where they mention optimization issues (which were overcome through the use of quasi-second
order methods).

Another approach to reducing the number of parameters required—and to reduce redundant learning—by
using an action embedding rather than a one-hot encoding. For example, in Pong it is known that only 5
actions matter. By taking advantage of the structure of the action space we could potentially further reduce
the number of parameters required to get these benefits. We explore this architecture briefly in Section E.5.
While this is an important piece of the puzzle, we do not focus on learning good action embeddings in this
paper and leave it to future work.

5 Experiments

In the following sections, we set out to empirically evaluate the three operations for incorporating action into
the state update function: No Action input (“NA”), Additive (“AA”), Multiplicative (“MA”), Factored
(“Fac”), Deep Additive (“DA”). We explore all the variants using both stanard RNNs and a GRU cell.
Our experiments are primarily driven by the main hypothesis that the multiplicative will strictly outperform
the other variants, as suggested by Schlegel et al. (2021). To explore this hypothesis we focus on two main
empirical questions:
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Figure 3: Ring World sensitivity curves of RMSVE over the final 50k steps for CELL (hidden size) (left)
RNN (15), AARNN (15), MARNN (12), FacRNN (12 [solid] and 15 [dashed]), DARNN (12, |a| = 2), and
(right) GRU (12), AAGRU (12), MAGRU (9), FacGRU (9 [solid] and 12 [dashed]), DAGRU (9, |a| = 10).
Reported results are averaged over 50 runs with a 95% confidence interval. FacRNN used factorsM = {12, 8}
respectively, and FacGRU used M = {14, 12}. All agents were trained over 300k steps.

• How do the different cells effect the “learnability” of the agent and the properties of the learned
state?

• Are there examples where the other variants outperform the multiplicative variant?

In all control experiments, we use an ε-greedy policy with ε = 0.1. All networks are initialized using a uniform
Xavier strategy (Glorot and Bengio, 2010), with the multiplicative operation independently normalizing
across the action dimension (i.e. each matrix associated with an action in the tensor is independently
sampled using the Xavier distribution). Unless otherwise stated, we performed a hyperparameter search for
all models using a grid search over various parameters (listed appropriately in the Appendix F). To best
to our ability we kept the number of hyperparameter settings to be equivalent across all models, except
the factored variants which use several combinations of hidden state size and number of factors. The best
settings were selected and reported using independent runs with seeds different from those used in the
hyperparameter search, unless otherwise specified.

All experiments were run using an off-site cluster. In total, for all sweeps and final experiments we used
∼ 20 cpu years, which was approximated based off the logging information used by the off-site cluster. All
of our code is written in Julia (Bezanson et al., 2017), and we use Flux and Zygote as our deep learning and
auto-diff backend (Innes, 2018b;a).

5.1 Investigating Learnability

We explore the first empirical qeustion by revisiting the Ring World environment, specifically to test model
performance with various truncations, and to compare the architecture’s learned state. In this domain, we
set the goal is to predict when the observation will be active, which is deterministically active in the first state
and off in the remaining states. The agent can take actions moving either clockwise or counter clockwise in
the environment. The agent must keep track of how far it has moved from the active bit. For all experiments
we use a Ring World with 10 underlying states.

The agent learns a total of 20 GVFs with state-termination continuation functions of γ ∈
{0.0, 0.1, 0.2, 0.3, 0.4, 0.5, 0.6, 0.7, 0.8, 0.9}. When the agent observes the active bit in Ring World (i.e. enters
the first state) the predictions are terminated (i.e. γ = 0.0). The GVFs use the observed bit as a cumulant.
Half follow a persistent policy of going clockwise and the other follow the opposite direction persistently.
The agent follows an equiprobable random behavior policy. The agent updates its weights on every step
following a off-policy semi-gradient TD update with a truncation value of τ = 6 for the ER setting. We train
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Figure 5: Individual learning curves for the additive (hidden size of 15) and multiplicative (hidden size 12)
RNNs in Ring World with truncation τ = 6. The plots are smoothed with a moving average with 1000 step
window sizes. The gray box denotes the seed used in Figures 4 and 6. Overall, we see the multiplicative is
quite resilient to initialization, but the distance from zero error in Figure 1 can be explained by a few bad
initializations.

the agent for 300000 steps and averaged over 50 independent runs. We provide two versions of the factored
cells: one each with the state size set as the additive operation (dashed) and multiplicative operation (solid).
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Figure 4: Ring World predictions of seed =
62 for the multiplicative and additive
RNNs. Discounts listed with the target pol-
icy persistently going counter-clockwise.

For both the RNN and GRU cells the MA variant performs the
best, while the additive performs the worst of the cells which
include action information. Interestingly, the factored variants
for the GRU perform almost identically, while the FacRNN
with a smaller hidden state perform marginally better. All
factored variants straddled the performance of the additive and
multiplicative updates. The DAAGRU performs similarly to
the AAGRU, while the DAARNN fails to learn in this setting.
Finally, the MARNN performs the best overall, only needing
a truncation value of τ = 6 to learn, which is shorter than
the Ring World. We conclude that with the same number of
parameters, the operation used to update the state can have
a significant effect on the required sequence length and final
performance.

To ground the prediction error reported, we present two repre-
sentative examples of the learned predictions for the additive
and multiplicative RNNs in Figure 4. These plots show a single
seed (selected as the best for the additive) over a small snippet
of time, but are representative of our observations of the gen-
eral performance for both cells. The multiplicative follows the
actual prediction within a small delta being as close to zero er-
ror as we should expect, while the additive has many artifacts
and other miss-predictions for both the myopic (γ = 0.0) and
long-horizion (γ = 0.9) predictions. In Figure 5, we report all
the individual learning curves for the additive and multiplica-
tive.

Looking beyond performance:

A natural question is why might the multiplicative cell perform significantly better than the other cells in
this simple setting? One hypothesis is that the multiplicative cell does a better job at separating the histories
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Figure 6: TSNE plots for the additive and multiplicative RNNs for truncation ∈ {1, 6}. Given the learning
objective (described in Section 5.1), we would want the state to have 10 distinct clusters for each state of
the underlying environment. We should expect the truncation τ = 1 to not be able to produce this kind
of state for either cell variant. The learning curves correspond to a single seed. The top scatter plots are
colored on the underlying state the agent is currently in, the bottom scatter plots are colored based on the
previous action the agent took. We initialized TSNE with the same random seed, with max iterations set
to 1000, and perplexity set to 30. (top) both the (left) additive and (right) multiplicative use seed=62
(best seed for the additive), (bottom) median seeds for both cells (left) additive uses seed=55 and (right)
multiplicative uses seed=67.
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Figure 7: (left) Directional TMaze comparison over the performance averaged over the final 10% of episodes
with 100 independent runs trained over 300k steps with τ = 12 for CELL (hidden size): RNN (30), AARNN
(30), MARNN (18), DARNN (25, |a| = 15), GRU (17), AAGRU (17), MAGRU (10), DAGRU (15, |a| = 8).
(right) Bakker’s TMaze box plots and violin plots over the performance averaged over the final 10% with
50 independent runs. Trained over 300k steps with τ = 10. All GRUs use a state size 6, while RNNs use a
state size 20. The deep additive used an action encoding of |a| = 4.

on action sequence as compared to the additive operation. While this question is difficult to test, we can
peer into the learned state of each cell and see if there are qualitative features that appear to help explain
the better performance. To do this we take learned agents over different truncation values started using the
same seed. After learning (using the same parameters as in Figure 3) we collect another 1000 steps of hidden
states. With these hidden states we use TSNE (Van der Maaten and Hinton, 2008) to reduce the space of
hidden states to two dimensions. The resulting scatter plots for the additive and multiplicative simple RNNs
can be seen in Figure 6.

Overall, we observe the additive and multiplicative separate on the previous action equally well, matching
our initial hypothesis. While action is important, the additive seems to be hyper-focused on action even as
the cell is able to partition on environment state. The multiplicative, on the other hand, is able to cluster the
hidden states for various environment states together with only minor separation on action as seen in states
1 and 7. It is possible this is a natural part of th learning process for both the cells, but the multiplicative
is able to cluster the states in less samples. If we look at the median performer (seed=55 and seed=67 for
the additive and multiplicative respectively) the additive fails to separate on environment state, while the
multiplicative looks similarly to the previous seed.

5.2 Understanding when Action Encoding Does and Does Not Matter

In this section, we investigate learning behavior in two environments with slightly differing properties. The
first domains is called TMaze (Bakker, 2002) with a size of 10, which was initially proposed to test the
capabilities of LSTMs in RL using Q-Learning. The environment is a long hallway with a T-junction at the
end. The agent receives an observation indicating whether the goal state is in the north position or south
position at the T-junction (which is randomly chosen at the start of the episode). The agent can take actions
in the compass directions. On each step the agent receives a reward of -0.1 and in the final transition receives
a reward of 4 or -1 depending if the agent was able to remember which direction the goal was in. The agent
deterministically starts at the beginning of the hallway.

Our control agents are constructed similarly to those used in the Ring World environment. The agent’s
network is a single recurrent layer followed by a linear layer. We perform a sweep over the size of the hidden
state and learning rates, and selected all variants of a cell type to have the same value. We train our network
over 300000 steps with further details reported in appendix F.2. We report the learned policy’s performance
over the final 10% of episodes by averaging the agent success in reaching the correct goal. We report our
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results using a box and whisker plot with the distribution. The upper and lower edges of the box represent
the upper and lower quartiles respectively, with the median denoted by a line. The whiskers denote the
maximum and minimum values, excluding outliers which are marked.

Shown in Figure 7 (left), all the cells have similar median performance with the GRU (with no action input)
performing the best with the least amount of spread. This conclusion is the same across the size of the
hidden state, where the multiplicative and factored variants performed poorly (see Appendix F for factored
results). While this initially suggests the action embedding is not important beyond our simple Ring World
experiment, notice the difference in how the environment’s dynamics interact with the agent’s action. In
the TMaze, the underlying position of the agent is effected by only two of the actions (the East and West
action), while the North and South actions only transition to a different state at the very end of the maze.
Also, the agent’s actions have no effect on what the agent needs to remember, no matter what trajectory
the agent sees the meaning of the first observation is always the same. Thus, these results are much less
surprising. For example, the multiplicative variants will have to learn the update dynamics multiple times
for the North and South actions.

RNN MA
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AA
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20 40 60 80 100
Factors

20 40 60 80 100
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0.60
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0.55

0.50
GRU

15
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Figure 8: Sensitivity curves over number of
factorsM with standard error for the (top)
FacRNN (30) and (bottom) FacGRU (17).
All agents were trained over 300k steps. See
Appendix F.3 for sweeps over different state
sizes. We use the data generated by a sweep
over the learning rate with 40 runs and com-
pare to the data in figure 7. The red labels
on the x-axis indicate when the network has
the same number of parameters as the mul-
tiplicative.

To better replicate these dynamics in TMaze we add a direc-
tion component to the underlying state. For example, many
robotics systems must be able to orient and turn to progress in
a maze, which we hypothesize actions will be critical for mod-
eling the state. The agent can take an action moving forward,
turning clockwise, or turning counter-clockwise. Instead of the
observations only being a function of the position, the agents
direction plays a critical role. In the first state, the agent re-
ceives the goal observation when facing the wall corresponding
to the goal’s direction. In DirectionalTMaze the agent must
contextualize its observation by the action it takes before or
after seeing the observation. All other walls have the same
observation, and when not facing a wall the agent receives an-
other observation. We evaluate the state updates using the
same settings as in the TMaze with results reported in Figure
7 (right).

Now that the agent must be mindful of its orientation, the ac-
tion again becomes a critical component in learning. We see
the multiplicative variants outperforming all other variants in
this domain. Without action, the GRU and RNN are unable
to learn, and even the additive and deep additive versions are
unable to learn in 300000 steps. We also sweep over the num-
ber of factors and report the performance compared to the
multiplicative and additive variants as shown in Figure 8. We
found that as the factors increase, generally the performance
increases as well. This matches our expectations, as with increased factors the factored variants should better
approximate the multiplicative variances. But there is a tradeoff when adding too many factors, causing
performance to decrease substantially. While the factored variant has some interesting properties, we decide
to focus the remaining experiments using the base architectures (NA, MA, AA, DA) and report full results
with the factored variant in Appendix F.

5.2.1 Combining Cell Architectures

In this section, we consider the effects of combining the additive and multiplicative cells through two types
of combination techniques. We see these architectures as a minor step toward building an architecture which
learns the structural bias currently hand designed.

We combine the hidden state between an additive and multiplicative operation through two techniques. The
first is through an element-wise softmax. Both the additive and multiplicative have the same size hidden
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Figure 9: Two variants of combining
cells. State size chosen based on proce-
dures of previous environments. (top)
Performance of success rates (left)
TMaze with same basic parameters as
above for CELL (hidden size): Softmax
GRU (6), Cat GRU (6), Softmax RNN
(20), Cat RNN (20). (right) Directional
TMaze with same parameters as above
for CELL (hidden size): Softmax GRU
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state (sa and sm respectively), and each element of the hidden states are weighted by

si = eθ
a
i sai + eθ

m
i smi

eθ
a
i + eθ

m
i

where θa,θm ∈ Rn. This should learn which cell to use depending on the structure of the problem. The
second combination is through concatenating the two hidden state together s = cat(sa, sm). This gives more
room for experts to add more state to the different architectures, but in this work we fix the two architectures
to have the same state size.

We compare these combinations to the original architectures in TMaze and Directional TMaze following the
same procedure as above. We expect these cells to perform as well as either the additive or the multiplicative
(which ever is doing the best in the specific domain). The results can be seen in Figure 9. Overall, the
softmax combination performs similarly or slightly better than the multiplicative version except in the
Directional TMaze for the GRUs. In TMaze, concatenating the two states together performed better than
the additive and multiplicative cells, but this operation worked slightly worse than the multiplicative in the
Directional TMaze. To test the hypothesis that the softmax weighting should emphasize the better cell in
a given domain we show the softmax weighting over the training period. For the TMaze the weightings
end being approximately equivalent while the Directional TMaze shows a very distinct separation where the
multiplicative is weighted significantly more and the additive is continually down-weighted.

5.3 Learning State Representations from Pixels

Finally, we perform an empirical study in two environments with non-binary observations. We are partic-
ularly interested in whether the recurrent architectures perform comparably when the observation needs to
be transformed by fully connected layers, or when the observation is an image. We only use the GRU cells
in these experiments. Full details can be found in Appendix F.

The first domain we consider is a version of DirectionalTMaze which uses images instead of bit observations.
The agent receives a gray scale image observation on every step of size 28× 28. The agent sees a fully black
screen when looking down the hallway, and a half white half black screen when looking at a wall. The agent
observes an even (or odd) number sampled from the MNIST (LeCun et al., 2010) dataset when facing the
direction of (or opposite of) the goal. The rewards are -1 on every step and 4 or -4 for entering the correct
and incorrect goal position respectively. We report the same statistic as in the prior TMaze environments,
with the environment size set to 6. Notice the hallway size is smaller and the negative reward is larger, this
was to speed up learning for all architectures.

Results for the Image DirectionalTMaze can be seen in Figure 10. In this domains, the multiplicative
performs quite well, although not as well as in the simple version. The AAGRU is unable to learn in this
setting, and the deep additive variant performs slightly better than the additive.
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Figure 10: (left) Image Directional TMaze percent success over the final 10% of episodes for 20 runs for
CELL (hidden size): AAGRU (70), MAGRU (32), DAGRU (45, |a| = 128). Using ADAM trained over 400k
steps, (τ) = 20. GRU omitted due to prior performance. (center) Lunar Lander average reward over all
episodes for CELL (hidden size): GRU (154), AAGRU (152), MAGRU (64), DAGRU (152, |a| = 64) and
(τ) = 16. (right) Lunar Lander learning curves over total reward. Ribbons show standard error and a
window averaging over 100k steps was used. Lunar Lander agents were trained for 20 independent runs for
4M steps.

5.4 Learning State Representations from Agent-Centric Sensors

The second domain is a partially observable version of the LunarLander-v2 environment from OpenAI Gym
Brockman et al. (2016). The goal is to land a lander on the moon within a landing area. Further details
and results can be found in Appendix F.5. To make the observation partially we remove the anglular speed,
and we filter the angle θ such that it is 1 if −7.5 ≤ θ ≤ 7.5 and 0 otherwise. We report the average reward
obtained over all episodes, and learning curves.

As seen in Figure 10, our findings generalize to this domain as well. The multiplicative variant improves
over the factored (see Appendix F, additive, and deep additive variants significantly. In the LunarLander
environment the multiplicative learns faster, reaching a policy which receives on average 100 total reward
per episode. Both the additive and factored eventually learn similar policies, while the standard GRU seems
to perform less well (although not statistically significant from the additive variant). The average return is
100 less than some of the best agents on this domains. When we look at the individual median curves we see
the agent does this well 50% of the time (see Appendix F). This difference can be explained by the failure
start states being more frequent than in the fully observed case.

6 Open Problems for Recurrent Architectures in RL

Recurrent architectures are often taken off-the-shelf from the supervised learning setting for use in rein-
forcement learning. While this has been moderately successful, the RL problem poses challenges not often
considered by supervised learning. Below we discuss three interesting properties of an RL system, and how
they effect learning using recurrent networks.

Practical Online Recurrent Learning:

In reinforcement learning, it is desirable to learn as much about the most recent experience before selecting
an action (i.e. to learn online and incrementally). Learning efficiently online enables adapting behavior in
real time and scaling to massive data-streams and architectures. This puts pressure on the learning system
to update the weights within a set amount of time so the system can act (Sutton et al., 2011; White, 2015),
which is often not a concern in the supervised setting. In settings where an agent must move around its
environment independently, the on-board computational system can be heavily constrained by the power of
the processor as well as limited energy from the battery. An algorithm whose computational and memory
complexity scales independently of the sequence length (without the quadratic complexity on size of the
network as RTRL) and could be applied online-incrementally would be a major breakthrough in using
recurrent architectures for RL and computationally constrained systems generally. A detailed discussion on
relevant literature is in Appendix A.
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Active Data Collection Matters:

Imagine an agent in a hallway with recognizable observations only at the beginning and end of the hallway,
much like our TMaze environments. The agent must learn a state update which spans at least the length
of the hallway. But this is in the best case scenario when the agent prioritizes making it to the end of the
hallway. In reality, our agents will randomly explore the hallway until the end, often extending the length
of the sequence the agent needs to learn over. The interaction between the agent’s behavior (or exploration)
and the difficulty of training under partial observability with a recurrent agent is currently unexplored.
Active data collection strategies could mitigate the length of long-temporal dependencies, which would show
massive improvements in our agent’s learning efficiency and ability.
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Figure 11: Average success over the in-
tervention taking the go forward activa-
tion and starting in the eastward posi-
tion. (Naive Strategy) Using the eval-
uated intervention over 60k steps for train-
ing, (Hand Designed) a sequence of hand
designed interventions to build up to the fi-
nal evaluation intervention over 60k steps.

To show the potential of active data collection, we will briefly
revisit the Directional TMaze. Start with an agent who has
learned the base task of the Directional TMaze environment.
If we force the agent to take specific actions and to start in a
specific orientation at the beginning of the episode, we could
feasibly teach the agent to artificially extend the horizon of its
policy without increasing the length of the training sequence.
See Figure 11 for preliminary results of how behavior can effect
extending the horizon of the agent’s policy. In this experiment,
trained multiplicative agents are paced through a set of inter-
ventions. The naive strategy uses epsilon greed after forcing
the agent to step forward twice down the hallway. The hand
designed sequence, instead guides the agent through a series of
forced actions to build to the final desired policy. This sim-
ple experiment shows the potential for slowly extending the
temporal horizon of a policy without adjusting the truncation
value by intervening on the agent’s behavior.

Insight Beyond Learning Curves:

Learning curves provide little understanding of an agent’s
learning process and this likely limits algorithmic progress in
partially observable settings. Unfortunately, such metrics can’t be used to address more complicated ques-
tions about the agent and its behavior. While searching for SOTA is admirable, deeper questions about the
internal learned structures and behaviors of our agents are often, but not always, ignored. Analyzing the
internal dynamics of an agent with recurrent architectures is uniquely challenging in reinforcement learning.
Some challenges include (see Appendix B for details):

• Generating data for evaluating and analyzing representation learning is an especially difficult prob-
lem for agents with recurrence. The data generated must be coherent trajectories the agent may
potentially experience in the environment, meaning a (or several) data generating policy must be
selected to provide coverage over the space of agent-environment interactions

• Current tools for analyzing state representations are designed for NLP (Karpathy et al., 2015; Ming
et al., 2017) and are ill-suited for analyzing the link between the environment, the agent’s state, and
the behavior policy.

• Analyzing the behavior of our agents through performance metrics leaves many questions unan-
swered: How the agent might be behaving? When does the agent make a long-term decision? In
what circumstances might the agent’s policy fail?

7 Conclusion

In this paper, we empirically evaluated several strategies for incorporating the previous action into the state
update of a recurrent neural network. We demonstrated in several environments from several observation
types that this choice can have a large impact on an RL agent’s performance for both prediction and control.
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Our empirical results suggest that the multiplicative operation performs the best even when using a smaller
state vector, and the factored and deep action versions perform marginally better than the additive versions
in most domains.

While the multiplicative seems to be the clear winner on the tested domains, it is important to note not
all domains require this architecture. One interesting strategy could be to use the softmax combined cells
to decide which cell to use in your final architecture (by looking at the softmax weighting). One could also
imagine an architecture which is able to learn which cell to use conditioned on the history of the agent (see
Section E.1). Until better architectures for RL are defined this choice is left to system designers. While the
additive and deep additive versions under-performed compared to the other encodings, it still out-performed
naively using RNNs without action input.

What is apparent in our experiments here and empirical evidence recently gathered on the performance of
recurrent architectures in the online setting (Rafiee et al., 2022; Schlegel et al., 2021) is that the methods
and architectures developed and utilized by supervised learning might not be suitable for the reinforcement
learning problem. This paper uncovered a simple choice can have a large impact, and provides some evidence
that the assumptions made in supervised learning might be holding back recurrent architectures in the
reinforcement learning setting (see Appendix C for details). Small, focused studies using recurrent agents
in controlled experiments will continue to produce insights on the limitations of the base algorithms and
continue to inspire future algorithm developments.

References
B. Bakker. Reinforcement Learning with Long Short-Term Memory. In T. G. Dietterich, S. Becker, and
Z. Ghahramani, editors, Advances in Neural Information Processing Systems 14, 2002.

R. D. Beer. The dynamics of active categorical perception in an evolved model agent. Adaptive Behavior,
2003.

Y. Bengio, N. Boulanger-Lewandowski, and R. Pascanu. Advances in optimizing recurrent networks. In
IEEE International Conference on Acoustics, Speech and Signal Processing, 2013.

J. Bezanson, A. Edelman, S. Karpinski, and V. B. Shah. Julia: A fresh approach to numerical computing.
SIAM review, 59(1), 2017.

F. M. Bianchi, E. Maiorino, M. C. Kampffmeyer, A. Rizzi, and R. Jenssen. An overview and comparative
analysis of recurrent neural networks for short term load forecasting. arXiv:1705.04378, 2017.

G. Brockman, V. Cheung, L. Pettersson, J. Schneider, J. Schulman, J. Tang, and W. Zaremba. Openai gym.
arXiv:1606.01540, 2016.

S. Chandar, C. Sankar, E. Vorontsov, S. E. Kahou, and Y. Bengio. Towards Non-saturating Recurrent
Units for Modelling Long-term Dependencies. Proceedings of the Association for the Advancement of AI
Conference on Artificial Intelligence, 2019.

L. Chen, K. Lu, A. Rajeswaran, K. Lee, A. Grover, M. Laskin, P. Abbeel, A. Srinivas, and I. Mordatch.
Decision transformer: Reinforcement learning via sequence modeling. Advances in Neural Information
Processing Systems, 34:15084–15097, 2021.

K. Cho, B. van Merriënboer, D. Bahdanau, and Y. Bengio. On the Properties of Neural Machine Translation:
Encoder–Decoder Approaches. In Eighth Workshop on Syntax, Semantics and Structure in Statistical
Translation, 2014.

J. Chung, C. Gulcehre, K. Cho, and Y. Bengio. Empirical evaluation of gated recurrent neural networks on
sequence modeling. In NeurIPS 2014 Workshop on Deep Learning, 2014.

A. Clark. Whatever next? predictive brains, situated agents, and the future of cognitive science. Behavioral
and Brain Sciences, 36(3), 2013.

S. Dohare, A. R. Mahmood, and R. S. Sutton. Continual backprop: Stochastic gradient descent with
persistent randomness. arXiv preprint arXiv:2108.06325, 2021.

14



Under review as submission to TMLR

C. Downey, A. Hefny, B. Boots, G. J. Gordon, and B. Li. Predictive State Recurrent Neural Networks. In
Advances in Neural Information Processing Systems 30. 2017.

L. Espeholt, H. Soyer, R. Munos, K. Simonyan, V. Mnih, T. Ward, Y. Doron, V. Firoiu, T. Harley, I. Dunning,
et al. Impala: Scalable distributed deep-rl with importance weighted actor-learner architectures. In
International Conference on Machine Learning, 2018.

X. Glorot and Y. Bengio. Understanding the difficulty of training deep feedforward neural networks. In
International Conference on Artificial Intelligence and Statistics, 2010.

M. Goudreau, C. Giles, S. Chakradhar, and D. Chen. First-order versus second-order single-layer recurrent
neural networks. IEEE Transactions on Neural Networks, 1994.

M. Hausknecht and P. Stone. Deep Recurrent Q-Learning for Partially Observable MDPs. In Association
for the Advancement of AI Fall Symposium Series, 2015.

N. Heess, J. J. Hunt, T. P. Lillicrap, and D. Silver. Memory-based control with recurrent neural networks.
arXiv:1512.04455, 2015.

M. Hessel, J. Modayil, H. Van Hasselt, T. Schaul, G. Ostrovski, W. Dabney, D. Horgan, B. Piot, M. Azar,
and D. Silver. Rainbow: Combining improvements in deep reinforcement learning. In Proceedings of the
Association for the Advancement of AI Conference on Artificial Intelligence, 2018.

S. Hochreiter and J. Urgen Schmidhuber. Long Short-Term Memeory. Neural Computation, 1997.

M. Innes. Don’t unroll adjoint: Differentiating ssa-form programs. arXiv:1810.07951, 2018a.

M. Innes. Flux: Elegant machine learning with julia. Journal of Open Source Software, 2018b.

M. Jaderberg, V. Mnih, W. M. Czarnecki, T. Schaul, J. Z. Leibo, D. Silver, and K. Kavukcuoglu. Reinforce-
ment Learning with Unsupervised Auxiliary Tasks. International Conference on Representation Learning,
2017.

H. Jaeger. Adaptive nonlinear system identification with echo state networks. Advances in Neural Information
Processing Systems, 15, 2002.

A. Karpathy, J. Johnson, and L. Fei-Fei. Visualizing and understanding recurrent networks. arXiv preprint
arXiv:1506.02078, 2015.

N. R. Ke, A. Goyal, O. Bilaniuk, J. Binas, M. C. Mozer, C. Pal, and Y. Bengio. Sparse attentive backtracking:
Temporal credit assignment through reminding. Advances in Neural Information Processing Systems, 31,
2018.

D. Kudenko and H. Hirsh. Feature generation for sequence categorization. In Proceedings of the Association
for the Advancement of AI Conference on Artificial Intelligence, 1998.

Y. LeCun, C. Cortes, and C. Burges. Mnist handwritten digit database. ATT Labs [Online]. Available:
http://yann.lecun.com/exdb/mnist, 2, 2010.

M. L. Littman and R. S. Sutton. Predictive Representations of State. In T. G. Dietterich, S. Becker, and
Z. Ghahramani, editors, Advances in Neural Information Processing Systems 14, 2002.

A. R. Mahmood and R. S. Sutton. Representation search through generate and test. In AAAI Workshop:
Learning Rich Representations from Low-Level Sensors, volume 10, 2013.

J. Menick, E. Elsen, U. Evci, S. Osindero, K. Simonyan, and A. Graves. A practical sparse approximation
for real time recurrent learning. arXiv preprint arXiv:2006.07232, 2020.
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A Learning Long-Temporal Dependencies from Online Data

Learning long-temporal dependencies is the primary concern of both RL and SL applications of recurrent
networks. While great work has been done to coalesce around a few potential architectures and algorithms
for SL settings, these are often found lacking in the online-incremental RL context (Sodhani et al., 2019;
Rafiee et al., 2022; Schlegel et al., 2021) discussed in section 6. Not only do agents need to learn from the
currently stored data (i.e. in an experience replay buffer), they must also continually incorporate the newest
information into their decisions (i.e. update online and incrementally). The importance of learning state
from an online stream of data has been heavily emphasized in the past through predictive representations
of state (Littman and Sutton, 2002), temporal-difference networks (Sutton and Tanner, 2005) and GVF
networks (Schlegel et al., 2021), and in modeling trace patterning systems (Rafiee et al., 2022). From a
supervised learning perspective, several problems like saturating capacity and catastrophic forgetting are
cited as the most pressing for any parametric continual learning system (Sodhani et al., 2019). Below we
suggest a few alternative directions needing further exploration in the RL context.

The current standard in training recurrent architectures in RL is truncated BPTT. This algorithm trades off
the ability to learn long-temporal dependencies with computation and memory complexity. Currently, the
system designer must set the length of temporal sequences the agent needs to model (as would be needed
for truncated BPTT to be effective (Mozer, 1995; Ke et al., 2018; Tallec and Ollivier, 2018; Rafiee et al.,
2022)). Setting this length is a difficult task, as it interacts with the underlying environment and the agent’s
exploration strategy (see section 6 for more details). As the truncation parameter increases it is known that
the gradient estimates become wildly variant (Pascanu et al., 2013; Sodhani et al., 2019), which can make
learning slow.

An alternative to (truncated) BPTT is real time recurrent learning (RTRL) (Williams and Zipser, 1989).
Unfortunately RTRL is known to suffer high computational costs for large networks. Several approximations
have been developed to alleviate these costs (Tallec and Ollivier, 2018; Mujika et al., 2018), but these
algorithms often struggle from high variance updates making learning slow. The approximation to the
RTRL influence matrix proposed by Menick et al. (2020) shows significant promise in sparse recurrent
networks, even outperforming BPTT when trained fully online. Ke et al. (2018) propose a sparse attentive
backtracking credit assignment algorithm inspired by hippocampal replay, showing evidence the algorithm
has beneficial properties of both BPTT and truncated BPTT. The focused architecture was often able to
compete with the fully connected architecture on length of learned temporal sequence and prediction error on
several benchmark tasks. Another line of search/credit assignment algorithms is generate and test (Kudenko
and Hirsh, 1998; Mahmood and Sutton, 2013; Dohare et al., 2021; Samani and Sutton, 2021). These search
algorithms aren’t as tied to their initialization as other systems as they intermittently inject randomness
into their search to jump out of local minima. Many of these approaches combine both gradient descent and
generate and test to gain the benefits of both. While a full generate and test solution is possible, finding the
right heuristics to generate useful state objects quickly could be problem dependent.

Learning long-temporal dependencies through regularizing objectives on the state has shown promise in
alleviating the need for unrolling the network over long-temporal sequences. Schlegel et al. (2021) use GVFs
to make the hidden state of a simple RNN predictions about the observations showing potential in lightening
the need for BPTT. This approach is sensitive the GVF parameters to use as targets on the state of the
network. Predictive state recurrent neural networks (Downey et al., 2017) combine the benefits of RNNs
and predictive representations of state (Littman and Sutton, 2002) in a single architecture. They show
improvement in several settings, but don’t explore the model when starved for temporal information in the
update. Another approach is through stimulating traces, as shown by Rafiee et al. (2022), where traces of
observations are used to bridge the gap between different stimuli. Instead of traces, an objective which learns
the expected trace (van Hasselt et al., 2021) of the trajectory could provide similar benefits as a predictive
objective. One can even change the requirements on the architecture in terms of final objectives. Mozer
(1991) propose to predict only the contour or general trends of a temporal sequence, reducing the resolution
considerably. Value functions are another object which takes an infinite sequence and reduces resolution to
make the target easier to predict (Sutton, 1995; Sutton et al., 2011; Modayil et al., 2014; van Hasselt and
Sutton, 2015).
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It is also possible to reduce or avoid the need for BPTT for modeling long-temporal sequences by adjusting
the internal mechanisms of the recurrent architecture. Echo-state Networks (Jaeger, 2002) are one possible
direction. Related to the generate and test idea, echo-state networks rely on a random fixed “reservoir” net-
work, where predictions are made by only adjusting the outgoing weights. Because the recurrent architecture
is fixed, no gradients flow through the recurrent connections meaning no BPTT is needed to estimate the
gradients. Unfortunately, these networks are dependent on their initializations making them hard to deploy
in practice. Mozer (1995) propose a focused architecture design, where recurrent connections are made more
sparsely (even just singular connections). This significantly reduces the computational complexity of RTRL
and allows for a focused version of BPTT.

Transformers (Vaswani et al., 2017) are a widely used alternative to recurrent architectures in natural
language processing. Transformers have also shown some success in reinforcement learning but either require
the full sequence of observations at inference and learning time (Mishra et al., 2018; Parisotto et al., 2020)
or turn the RL problem into a supervised problem using the full return as the training signal (Chen et al.,
2021). Because of these compromises, it is still unclear if transformers are a viable solution to the state
construction problem in continual reinforcement learning.

B Insight Beyond Learning Curves

Learning curves showing the agent’s performance, usually through episodic return or prediction error, over
the agent’s lifetime has been the primary method algorithms are compared. Unfortunately, such metrics
can’t be used to address more complicated questions about the agent and its behavior. While searching for
SOTA is admirable, deeper questions about the internal learned structures and behaviors of our agents are
often, but not always, ignored. Analyzing the internal dynamics of an agent with recurrent architectures is
uniquely challenging in reinforcement learning.

One challenge is how data is generated. Unlike SL whose data is usually a dataset designed ahead of
time, RL generates data through interactions with an environment whose underlying dynamics are likely
unaccessible to the system designer. While randomly generated data, in combination with tools from NLP
(Karpathy et al., 2015; Ming et al., 2017), can give us some insight into how our agent’s perform, see section
5.1, extending the analysis to larger domains could leave large parts of the agent-environment interactions
unseen.

While we provide some representational analysis in the prediction setting, further results in the control
setting would be even more beneficial. Unfortunately, many of the analysis tools we considered require
the “correct” target at a given time. In the control setting, even when the underlying dynamics of an
environment can be fully specified (say in lunar lander) a notion of what the right action is at a given time
can be extremely difficult to discover. Future work should go into analyzing the link between histories, agent
state, environment state, and behavior.

Even when analyzing the behavior of our agent, using the performance metric as the primary measure is
deeply flawed. This type of analysis fails to address questions such as: How the agent might be behaving?
When does the agent make a long-term decision? In what circumstances might the agent’s policy fail?
Analyzing the agent as a non-linear coupled system with the environment through a series of dynamical
equations could lead to further insight on conditions which lead the agent to behave in certain ways or when
certain decisions are made by the agent. Beer (2003) develop a series of questions and experiments to analyze
an artificial agent from this perspective in a simple catcher like domain. While these tools would be difficult
to apply to real-world problems, using them in simulations could provide useful insight into a full description
of the agent’s learned policy.

Because of the above challenges there are several lingering questions about these types of agents left unan-
swered in these domains. 1) Under what conditions will the agent’s policy fail in an environment? 2) How
robust are the policies to out-of-distribution events and how does this effect the hidden state? 3) What
algorithms do the learning process discover to solve the domains reliably? 4) Is the model stable over a long
training period or in a continual domain? 5) When does the agent make a decision, and does the agent
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stick to this decision? We believe answering these questions and more can lead to better understanding of
recurrent agents as well as pathways to better algorithms for training such agents.

C Architectural Choices

Below are several architectural choices we made which should be empirically explored in future work:

Cell architecture: As exemplified in this paper, the architectural choices made in the supervised learning
setting may not be the best suited for the RL setting. Here we focused on one simple architectural choice,
how to incorporate action into the state, but show sometimes massive improvements in the networks ability
to predict and control. Sections 5.2.1 and E.1 explore this further, but future work should investigate novel
RL based cell types.

The woes of the experience replay buffer: Current deep learning, including recurrent architectures, in
reinforcement learning include the need for an experience replay buffer. While a learning algorithm which
overcomes this limitation would likely be preferable, in the short term cohesive strategies for combining
an experience replay with recurrent architectures should be empirically explored. There are two major
approaches currently: 1) using the stale traces, or 2) warming up the agent from the beginning (or some
number of time steps prior) of an episode (Hausknecht and Stone, 2015). We use a third strategy here
(using gradient information to refresh the hidden state to minimize the objective), but found little difference
between this and the stale approach.

Target networks and state: How should we initialize the hidden state for a target network? In this paper,
we used the state stored (in the experience replay buffer) for the main model.

To continually learning, or to not: The trade-offs between a continually learning and non-continually
learning agent is extremely important for both recurrent and feed-forward architectures. In this paper, we
chose to report results when the agent is still learning, but only on stationary domains. Any learning system
should track the environment as it changes, or as the agent experiences novel states. Recurrent architectures
have an added problem that the hidden state is an accumulation of the agent’s entire history, meaning novel
observations could irreparably harm the hidden state if it is not reset at regular intervals (i.e. in an episodic
domain). This will potentially harm the agent’s performance for its entire lifetime if it is unable to adjust
it’s weights accordingly. This is not the case in a feed-forward network, where novel observations will not
effect the long-term behavior of an agent in known parts of the state space. This effect is understudied in
the literature for recurrent agents, but is an important aspect of deploying recurrent RL agents in real world
systems.

Objectives matter: It is known that some objective functions are more learnable in both the fully and
partially observable settings (Mozer, 1991; van Hasselt and Sutton, 2015). Auxiliary tasks are often also
used to augment the networks objective function (Jaderberg et al., 2017), or to constrain the learned state
(Schlegel et al., 2021). Which objective functions, auxiliary tasks, and learning algorithms are more best
when applied to training a recurrent networks?

D Some background on tensors

The simplest, albeit slightly inaccurate, way to describe and use a tensor is as a multi-dimensional array
of numbers (either real or complex) which transform under coordinate changes in predictable ways. In this
paper, we will be considering tensors as multi-dimensional arrays using Einstein summation notation. The
ith, jth, kth component of an order-3 tensor will be denoted with lower indices Wijk ∈ R with associated
dimension size denoted with corresponding uppercase letters as W ∈ RI×J×K .

Like matrices, tensors have a number of decompositions which can prove useful. For example, every tensor
can be factorized using canonical polyadic decomposition (CP decomposition), which decomposes an order-N
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tensor W ∈ RI1×I2×...×IN into N matrices as follows

Wi1,i2,... =
R∑
r=1

λrW(1)
i1,r

W(2)
i2,r

. . .W(N)
iN ,r

= λrW(1)
i1,r

W(2)
i2,r

. . .W(N)
iN ,r

. Explicit summation over r ∈ {1, . . . , R}.

where W(j) ∈ RIj×R, and R is the rank of the tensor. This is a generalization of matrix rank decomposition,
and exists for all tensors with finite dimensions.

Working with tensors takes a bit more care in deciding which fibers (generalization of row and column) the
product should be over. One type of product is known as the n-mode product which is defined as follows

(W×n v)i1,i2,...,in−1,j,in+1,...iN = Wi1,i2,...,in−1,in,in+1,...iN vj,in

where v ∈ RJ,In . An important property which will be used in this paper is some simplifications we can
make when considering n-mode products with their rank decomposition. For simplicity we will simplify an
order-3 tensor (W ∈ RIJK , Wijk = λrairbjrckr vM = v(1,M) ∈ R1×M ),

(W×2 vJ ×3 vK)i,1,1 =
K∑
k=1

 J∑
j=1

WijkvJ1j

vK1k

=
K∑
k=1

J∑
j=1

(
R∑
r=1

λrairbjrckr

)
vJ1jvK1k

=
R∑
r=1

λrair

 J∑
j=1

bjrvJ1j

( K∑
k=1

ckrvK1k

)

=
R∑
r=1

λrair
(
vJB� vKC

)
1r

W×2 vJ ×3 vK = λA
(
vJB� vKC

)>
. λi,i = λi

Similarly to CP decomposition, Tucker rank decomposition can be used to create a similar operation. Tucker
rank decomposition decomposes an order-N tensor W ∈ RI1×I2×...×IN into N matrices another order-N tensor
G ∈ RR1×R2×...×RN as follows

Wi1,i2,...iN =
R1∑
r1=1

R1∑
r1=1

. . .

R1∑
r1=1

gr1r2...rN
W(1)

i1,r1
W(2)

i2,r2
. . .W(N)

iN ,rN
.

With similar simplifications to CP decomposition,
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(W×2 vJ ×3 vK)i,1,1 =
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)>]

.

One interesting property of this operation is now each of the dimensions can have a separately tuned rank,
giving the system designer more discretion on where to focus representational resources.

Using a lower rank approximation of a multiplicative operation has been derived before several times. A
multiplicative update was used to make action-conditional video predictions in Atari (Oh et al., 2015). This
operation also appears in a lower-rank approximation defined by Predictive State RNN hidden state update
(Downey et al., 2017), albeit never performed as well as the full rank version. We find similarly that both
factorizations perform below the full tensor version (i.e. the multiplicative). We don’t report results for the
Tucker rank decomposition as it performed similarly to the CP decomposition.

E Further Investigations

E.1 Learning the structural bias

So far, we’ve focused on architectures which have static architectures, where the agent has no agency in
learning the appropriate structure. While this strategy seems to be reasonable as a starting point, in the
future an architecture which can learn these different networks would be more desirable. We propose one
such architecture here and an initial empirical evaluation of this architecture, leading to a discussion on the
problematic properties such an algorithm might have.

zit = fupdate(θ,xt,at−1)
ψt = fGN(xt,at−1)
st = zt � psit.

Where fGN : A×S×O → R|s| is a parameterized function which is used to create a mixture over the experts
state z ∈ R|s| produced by a state update function fupdate. Both the gating function and the expert rnn
state update function can be arbitrarily constructed. In this section we focus on the simple RNN update
and a feed forward ANN with relu activations and a softmax activation on the final layer.

A sweep over various number of experts and a simple gating network with a single layer and softmax
activation. As compared to the additive and multiplicative the mixture of experts RNN network performs
in-between the two networks. The GRU, on the other hand, fails to perform well in this domain. This
might be related to the results seen in section 5.2.1, where both the combined GRUs failed to outperform
the multiplicative.
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(a) RNN (b) GRU

Figure 12: Directional TMaze sweep over size of the gating network (i.e how many units in a single hidden
layer with relu activations and an output network w/ softmax output) for (left) RNN and (right) GRU. All
experiments follow the procedures from previous results, except the MoE networks use 20 runs.

E.2 TSNEs over Time

In section 5.1, we hypothesized the separation of action faced by the additive agent could have been an
artifact of the learning dynamics. To test this hypothesis we created TSNEs for various number of steps
in the environment for both the additive and multiplicative. The results can be seen in figure 13. For
the multiplicative we choose [50000, 75000, 100000, 300000] which shows the major learning milestones of
the network. For the additive we choose [50000, 150000, 200000, 500000] which goes beyond the original
experiment’s time limit and shows the major milestones when the network separates the histories according
to state. For 100000 steps of training for the multiplicative we can see similar properties where the actions
taken to get to specific states are quite separated. As the number of samples grow, to 300000, we see the
states converging to be mostly clustered together regardless of the action taken. The additive version never
sees the states converging, where even after 500000 timesteps the actions are still regarded highly by the
network.

E.3 Online Setting

In this section, we test to see if our conclusions from the previous sections generalize to the fully online
setting. We report some results for Ring World and DirectionalTMaze here, with further results in appendix
F.1 and F.3 respectively. For both environments, all applicable settings are the same as in the replay counter
parts. The only difference is in how the network is updated. Instead of sampling from an experience replay,
we store a history of the truncation length and update the network on every step using the same semi-gradient
updates.

Compared to the replay setting, we can see all the variants performed worse across the board. For Direc-
tionalTMaze the AAGRU and MAGRU have a reasonable median performance. The MARNN and FacGRU
are the only other cells which have runs reaching good performance, but overall perform poorly. We expect
initialization plays a large role in the networks performance and should be investigated. We also see similar
trends in Ring World, except the RNN variants outperform the GRUs. Another interesting consequence in
the online setting, is the need to increase the truncation value and hidden state size to perform reasonably
for both DirectionalTMaze and Ring World.

E.4 Masked Grid World

While the TMaze and DirTMaze give some insight into when different encodings might be preferable, the
DirTMaze and Ring World share similar dynamics in how the actions effect the unobserved state of the MDP.
Specifically, there are two actions which effect a state component symmetrically. This prompts the question
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Figure 13: TSNE plots for multiplicative and additive RNNs for various number of training samples.
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Figure 14: Online: (left + middle) Directional TMaze percent success in reaching the goal over the final
10% of episodes with 100 independent runs for CELL (hidden size): RNN (46), AARNN (46), MARNN (27),
FacRNN (46) M = 24, GRU (26), AAGRU (26), MAGRU (15), FacGRU (26) M = 21. (right) Ring World
learning curves over RMSVE with 100 independent runs for: RNN (20), AARNN (20), MARNN (15), GRU
(12), AAGRU (12), MAGRU (9). Ribbons show standard error and a window averaging over 10k steps was
used. Factored variants were excluded for clarity, due to high variance results. All agents were trained over
300k steps.

Ringworld Online

Figure 15: Truncation sensitivity curves for the online setting in ring world.

on whether this property is driving the benefits of the multiplicative update’s success, or whether there are
other scenarios where the multiplicative does better. We propose a new environment which is a simple grid
world with border wrapping. The agent can take a step in all the cardinal directions, and observes when it
enters a random subset of the states (all aliased together). The goal state is also randomly selected at the
beginning of an agent’s life. This creates random action observation patterns the agent must notice and act
on to get to the goal. The border wrapping prevents the agent from moving to a corner of the environment
and then going to the goal.

In figure 16, we confirm the hypothesis that the improvement with multiplicative update can be meaningful
even when the state-action sequences are randomly placed in the environment. While the improvement is
much less drastic than the Ring World and DirTMaze, the improvement is still significant with standard
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Figure 16: Average number of steps to goal over trun-
cation for Masked Grid World left over the entire
learning process right from a set of representative
states after training. Cell (state size) top RNN (24),
AARNN (20), MARNN (10) bottom GRU (24), AA-
GRU (20), MAGRU (10).

Figure 17: (left) Resulting average success over the last 10% of episodes for various number of hidden units
in the action encoding network for the deep additive networks with standard error intervals. Each layer
(denoted by the title of the plot) contains the number of hidden denoted by the x-axis. (right) Comparing
the deep multiplicative operation with the base cells used in the main text.

error bars. Another interesting observation is the difference matters much more for the simple recurrent
update than the GRU.

E.5 Exploring the Deep Action Architecture

We provide two more experiments with results reported in figure 17. First we provide results over various
action encoding sizes for the Directional TMaze environment. Overall, we found the size of the encoding
network to not make a large difference in the final performance. In effect, this result suggests there is still
a core limitation with the deep additive operation that can’t be overcome by larger encoding networks. We
also provide an experiment in the Directional TMaze for the deep multiplicative update. The results of this
network were quite poor overall, likely as a result of having to learn the action encoding rather than being
given it as prior information. From these results we decided to abandon this extension of Zhu et al. (2017)’s
deep action. Future work should consider how to better learn action encodings for such a network.
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Figure 19: Truncation sensitivity curves for the Experience Replay setting in ring world. Results are RMSVE
and error bars are 95% confidence, as in the main paper.)

F Further Empirical Details

In this section we discuss the experiments from the paper in greater detail. In the following tables the
common programming notation (x : y : z) is used to denote an array of elements starting from x increasing
by y until z. For example (1 : 2 : 5) = [1, 3, 5]. When an operation is performed on an array it is done
element wise. For example 2(1:2:5) = [2, 4, 32]. All hyperparameters are reported in agent steps (which are
the same as environment steps for all domains).

F.1 Ring World
Parameter Value
Steps 300,000 steps
Optimizer RMSprop
RMSProp η 0.1× 1.6(−16:3:−2)

RMSprop ρ 0.9
Buffer Size 1000
Buffer Warmup 1000
Batch Size 4
Update freq 4 steps
Target Network Freq 1000 steps
Independent Runs 50

Figure 18: Ring World Hyperparameters

Table 18 gives the hyperparameters used in the ringworld ex-
periments. We also provide full sensitivity curves over trunca-
tion for all cell types and hidden state sizes tested in Figure
19.

F.2 TMaze

In Figure 20 we provide details of the experience replay of the
Bakker’s TMaze experiments.

F.3 DirectionalTMaze

The experiments presented in the paper used an experience
replay buffer size of 10000 for all the cells. We also ran exper-
iments using an experience replay size of 20000 with similar conclusions. These results (and the associated
parameters) can be found in Figure 21

F.4 Image Directional TMaze

We detail all hyperparameter settings, and give results for different network sizes and truncation values in
Figure 22.

F.5 Lunar Lander

We provide all hyperparameter settings (Figure 23) and further results (Figures 24 and 25)
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Parameter Value
Steps 300,000 steps
Optimizer RMSprop
RMSProp RNN: η 0.01× (2.0(−11:2:−2))
RMSProp GRU: η 0.01× (2.0(−11:2:−6))
RMSprop ρ 0.99
Discount γ 0.99
Truncation τ 12
Buffer Size 10000
Batch Size 8
Update freq 4 steps
Target Network Freq 1000 steps
Independent Runs 50

AA MA Fac AA MA FacNA NADA DA

GRU RNN

0.5

0.6

0.7

1.0

0.8%Su
cces

s

Cell RMSprop Learning Rate Hidden State Size Number of Model Parameters
GRU 0.005 6 214
AAGRU 0.0003125 6 286
MAGRU 0.0003125 6 754
FacGRU 0.0003125 6, M = 21 757
DAGRU 0.00125 6, a = 4 306
RNN 7.8125e-5 20 584
AARNN 7.8125e-5 20 664
MARNN 7.8125e-5 20 2024
FacRNN 0.0003125 20, M = 40 2064
DARNN 7.8125e-5 20, a = 4 684

Figure 20: TMaze Experience Replay experiments: (top left) The hyperparameters used across all cells
(bottom) The cell specific hyperparameters (top right) Percent success over the final 10% of episodes.
Same as Figure 7
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Parameter Value
Steps 300,000 steps
Optimizer RMSprop
RMSprop η 0.01× 2.0(−11:2:−2)

RMSprop ρ 0.99
Discount γ 0.99
Truncation τ 12
Buffer Size [10000, 20000]
Batch Size 8
Update freq 4 steps
Target update freq 1000 steps
Independent Runs 100

Cell η Hidden State Size Num Weights
GRU 0.00125 17 1142
AAGRU 0.0003125 17 1295
MAGRU 0.0003125 10 1303
FacGRU 0.0003125 15, M = 17 1320
DAGRU 0.0003125 15, a = 8 1310
RNN 0.00125 30 1143
AARNN 0.0003125 30 1233
MARNN 7.8125e-5 18 1263
FacRNN 0.0003125 25, M = 15 1018
DARNN 0.0003125 25, a = 15 1263

Figure 21: Directional TMaze Experience Replay results: (top right) Percent success over the final 10%
of episodes for buffer size of 10000 (bottom right) for buffer size of 20000. Learning rates chosen from
best final performance on the final 10% of episodes for 20 runs. Results for buffer size of 10000 are over 100
independent runs, with buffer size of 20000 in appendix only over the 20 seeds used for the sweep. (bottom
left) The hyperparameters used across all cells. (bottom right) The cell specific hyperparameters.
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Parameter Value
Steps 400,000
Optimizer RMSprop
ADAM η 2.0(−20:2:0)

ADAM β 0.9, 0.999
Discount γ 0.99
Truncation τ 12 (20)
Warm up 1000 steps
Replay Size 50,000
Batch size 16
Target update freq 10000
Update freq 4
Runs 20

Cell η τ = 12(20) |s| + M |θ|
MAGRU 9.76e-4 (9.76e-4) 32 154247
MAGRU 9.76e-4 (9.76e-4) 64 223175
AAGRU 2.44e-4 (0.0625) 70 155201
AAGRU 9.76e-4 (0.0156) 132 225323
FacGRU 0.0625 (2.44e-4) 32, M=259 154224
FacGRU 9.76e-4 (2.44e-4) 64, M=350 223009
FacGRU 9.76e-4 (2.44e-4) 70, M=164 155041
FacGRU 9.76e-4 (2.44e-4) 132, M=208 225515
DAGRU 9.76e-4 (9.76e-4) 45, a=128 150838
DAGRU 9.76e-4 (9.76e-4) 55, a=64 152022
DAGRU 9.76e-4 (9.76e-4) 60, a=32 151399
DAGRU 9.76e-4 (9.76e-4) 100, a=128 224263
DAGRU 9.76e-4 (9.76e-4) 112, a=64 220935
DAGRU 9.76e-4 (9.76e-4) 122, a=32 223195

Figure 22: Image Directional TMaze: (top) Percent success over final 10% of episodes for the image tmaze
for τ = 12 and τ = 20 (labeled). See labels for size of hidden state with left being small networks, and
right being larger. (bottom left) The hyperparameters used across all cells in Image Directional TMaze
(bottom right) The cell specific hyperparameters.
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Parameter Value
Steps 4,000,000 steps
Steps before learning starts 1000 steps
Optimizer RMSprop
RMSprop η 0.1× 1.6(−20:2:−6)

RMSprop ρ 0.99
Discount γ 0.99
Truncation τ 16
Replay Size 100,000
Batch size 32
Target update freq 1000 steps
Update frequency 8 steps
Hidden state learnable True
Independent Runs 20

AANA MA Fac

64

100

152

Average 
Return

-20

-60

-100

Lunar Lander

DA
Cell RMSprop Learning Rate Hidden State Size (Factors/Action Encoding) Number of Model Parameters
GRU 0.0003553 154 156,414
AAGRU 0.0001387 152 155,004
MAGRU 0.0003553 64 153,732
FacGRU 0.0001387 152 (M=170) 152,668
FacGRU 0.0003553 100 (M=265) 153,808
FacGRU 0.0003553 64 (M=380) 153,716
DAAGRU 0.000138778 152 (a=64) 182,684

Figure 23: Lunar Lander experimental details: (top left) The hyperparameters used across all cells in Lunar
Lander (bottom) The cell specific hyperparameters (top right) Average final reward over all episodes (same
as figure 10)
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Figure 24: Lunar Lander further results: (top left) Average final reward over the final 10% of episodes
for 20 runs (top middle) Total steps per episode for non-factored cells for 20 runs (top right) Total
steps per episode for factored cells for 20 runs (bottom left) learning rate sensitivity curves for 10 runs
(bottom middle) Learning curves per episode for non-factored cells over total reward for 20 runs (bottom
right) Learning curves per episode for factored cells over total reward for 20 runs
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(a) GRU (b) MAGRU

(c) AAGRU (d) DAAGRU

Figure 25: Individual learning curves. Line is the median over 1000 episodes, with the shaded region as the
1st and 3rd quantile over the same window.
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